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**QUESTION 1**

1. Write a recursive function that implements Euclid’s algorithm to find the greatest common divisor of two positive numbers. The algorithm is defined as follows:

**(5 marks)**

1. Test your solution by showing that: gcd(45,60) = 15.

**(3 marks)**

1. What is the difference between a tail recursive function and non-tail recursive function?

**(2 marks)**

**Total (10 marks)**

**QUESTION 2**

1. Using the statement execution times defined for HAL (See **Appendix** at the end of the exam paper), calculate the running time of the given code fragment.

int f[] = new int[1000];

for(int j = 0; j < f.length; j++){

if(j % 2 != 0) f[j] = 1;

else f[j] = 0;

}

**(5 marks)**

1. Show that function sumN is *O(1)* and sumN1 is *O(n)*. What conclusion can be drawn from this analysis?

**static** **long** sumN(**long** n){

**long** s = n\*(n+1)/2;

**return** s;

}

**static** **long** sumN1(**long** n){

**long** s = 0;

**for**(**int** j=0; j < n; j++) s=s+(j+1);

**return** s;

}

**(5 marks)**

**Total (10 marks)**

**QUESTION 3**

1. What do we mean by stating that a program whose cost function is *)* *performs better* that one that has a cost function of *O(n)*? Explain why binary searching *performs better* than linear searching.

**(3 marks)**

1. Would you say that divide and conquer algorithms are *O(n)* or *)*?

**(1 mark)**

1. Draw a diagram to illustrate a linked list of integer values. The list should be constructed by entering the following list of numbers in the given order: 1, 4, 5, 6, 7, 2, 10, 12. Numbers should be inserted at the tail of the list.

**(3 marks)**

1. In relation to the design of data structures explain what the term *genericity* means. Why is it important to make data structures *generic*?

**(3 marks)**

**Total (10 marks)**

**QUESTION 4**

1. Write a function that sorts an array of integer values. You may use any sorting algorithm you have studied.

**(7 marks)**

1. Analyse the performance of your chosen sorting function and contrast it with any other sorting function you have studied in your course.

**(3 marks)**

**Total (10 marks)**

**QUESTION 5**

Given below is the class StringList that uses a singly linked list to manage a collection of strings. New elements are inserted at the head of the list and the method add(String x) is given. The private class Node is used to implement nodes in the list and encapsulates both the data element x and a pointer to the next node in the list, if any. Its methods should be familiar to you from the work covered in lectures and labs. Your task is to complete the three methods whose signatures are given. Method add(String f[]) that inserts an array of strings in the list **(3 marks)**; method numChars() that counts the number of characters in all the strings in the list **(4 marks)** and method size() should return the number of strings in the list **(3 marks)**.

class StringList{

Node head = null;

public void add(String x){

Node nw = new Node(x);

if(head == null) head = nw;

else{

nw.setNext(head);

head = nw;

}

}

public void add(String f[]){..}

public int numChars(){..}

public int size(){..}

private class Node{

String data;

Node next;

public Node(String x){data = x; next = null;}

public Node next(){return next;}

public void setNext(Node p){next = p;}

public String data(){return data;}

}

**Total (10 marks)**

**QUESTION 6**

1. A stack is a *last in, first out* linear data structure. It is characterized by two main operations: push and pop. The push operation adds a new item to the top of the stack, or initializes the stack if it is empty. The pop operation removes the element at the top of the stack, if not empty. This means that elements are removed in inverse order to their insertion. Those last in get to leave first. To inspect the current element at the head of the stack a method top is provided. Given below is the generic class StackArray<E> that uses an ArrayList to implement stack behaviour. The methods size() and toString() are provided. Your task is to implement methods pop, push and top. (See **Appendix** at the end of the exam paper for relevant methods.)

class StackArray<E>{

private ArrayList<E> stack = new ArrayList<>();

…

public int size(){return stack.size();}

public String toString(){

return stack.toString();

}

}

**(6 marks)**

1. Using your class StackArray write a code fragment that creates a stack of 10 randomly generated integer values such that the value at the top of the stack is always the largest value.

**(4 marks)**

**Total (10 marks)**

**QUESTION 7**

1. Using class Function<T,R> write a function called square that takes an integer as argument and returns the square of its value. Write an assert statement to test your function.

**(3 marks)**

1. Write a Predicate function called allEven that takes a list of integers as argument and returns true if the list contains only even numbers; false otherwise.

**(2 marks)**

1. What are higher order functions?

**(3 marks)**

1. Using the higher order method replaceAll from class ArrayList write a lambda expression as argument that multiplies all values in lst, given below, by 2.

ArrayList<Integer> lst = new ArrayList<>(Arrays.asList(2,3,4,5,6,7,8,9));

**(2 marks)**

(See **Appendix** at the end of the exam paper for relevant methods for this question.)

**Total (10 marks)**

**QUESTION 8**

1. Explain why the tree given in the diagram below is a binary tree but not a binary search tree.
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**(2 marks)**

1. Using a diagram insert the following list of elements in a binary search tree:

*6,3,8,7,2,0,10,1.*

**(3 marks)**

1. In the binary search tree, created for part b, list the order in which the nodes are visited under *preorder* and *postorder* traversals.

**(4 marks)**

1. Name the traversal required that retrieves an ordered list.

**(1 mark)**

**Total (10 marks)**

**QUESTION 9**

Given below is a class called PersonHobbies that uses a map to model the relationship between persons and their hobbies. The constructor creates a default map with some sample persons and their hobbies.

Your tasks are:

1. List the values of the set returned by the method persons();

**(2 marks)**

1. List the values returned by the method hobbies();

**(2 marks)**

1. Complete the method listPerson(String h) that takes a hobby as argument and returns those persons that participate in h;

**(3 marks)**

1. Complete the method numHobbies(String p) that takes a person p as argument and returns the number of hobbies for p.

**(3 marks)**

class PersonHobbies{

private Map<String, List<String>> map = new TreeMap<>();

public PersonHobbies(){

map.put("John", new ArrayList<>(Arrays.asList("Football","Cinema","Golf")));

map.put("Mary",new ArrayList<>(Arrays.asList("Cinema","Walking")));

map.put("Sheila",new ArrayList<>(Arrays.asList("Golf")));

}

public Set<String> persons(){return map.keySet();}

public Set<String> hobbies(){

Set<String> tmp = new TreeSet<>();

for(String n : map.keySet()) tmp.addAll(map.get(n));

return tmp;

}

public Set<String> listPerson(String h){..}

public int numHobbies(String p){..}

}

(See **Appendix** at the end of the exam paper for relevant methods for this question.)

**Total (10 marks)**

**QUESTION 10**

1. ![](data:image/png;base64,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)Show that the *avl* tree given to the right is balanced.

**(3 marks)**

1. What is the advantage of using *avl* trees over binary search trees?

**(2 marks)**

1. Insert the given list of values in an *avl* tree. The list is: 7, 4, 10, 3, 5, 6, 2, 1. For full marks you must show the construction of the tree.

**(5 marks)**

**Total (10 marks)**

**QUESTION 11**

1. Using the given graph below list the order of nodes visited using both a breadth first traversal and a depth first traversal.
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**(4 marks)**

1. Construct a B-tree with a maximum of 4 items per node for the list of numbers: *9, 20, 1, 12, 25, 7, 14, 21, 6, 5, 10, 18, 15, 11, 4*.

**(6 marks)**

**Total (10 marks)**

**QUESTION 12**

1. Explain, with the aid of diagrams, how a hash table can be used to optimise, provide an *O(1)* solution, the cost of insertion and retrieval for data collections.

**(5 marks)**

1. When you are planning to use the data structure HashSet to manage a set of objects what methods must your class implement? Why must you implement these methods? Why should the attributes used by these methods be immutable?

(See **Appendix** at the end of the exam paper for relevant methods for this question.)

**(5 marks)**

**Total (10 marks)**

**Appendix**

|  |  |
| --- | --- |
| Calculating Running Times on HAL | |
| **Statement** | **Unit cost (ns)** |
| -, \*, /, %, ^, <, >, ==, >=, <=, !=, = | *10ns* |
| Function invocation | *50ns* |
| Argument passing | *10ns* per argument |
| Return | *50ns* |
| if(b) s1; else s2 | the cost of b plus the max cost of s1, s2 |
| for, while loops | *totalCost = cost of initialization of variables +*  *(n+1) \* cost of evaluating guard on loop*  *+*  *n \* cost of executing loop body,*  *where n equals the number of iterations of the loop.* |
| new | *100ns* |
| Calculating array indices | *50ns* |
| Math.random() | *100ns* |

**Laws of *big-O***

The laws of *big-O are*:

1. **Summation**

*O(1)+O(1)+..+O(1) = k \* O(1) = O(1)*, where *k* is a constant.

*O(n) + O(n)+..+O(n) = k \* O(n) = O(n)*, where *k* is a constant

*O(n) + O(m) = max(O(n), O(m))*

e.g. *O() + O( ) = O( )*

1. **Product**

*O(n) \* O(n) = O*

*n \* O(n) = O*

*O(n) \* O(m) = O(n \* m)*

*O(k \* f(n)) = k \* O(f(n)) = O(f(n))*, where *k* is a constant

*O() \* O() = O()*

The *big-O* sets of order functions form a chain of sub-sets as follows:

|  |  |
| --- | --- |
| Constructor | ArrayList<E>()  ArrayList<E>(Collection)  LinkedList<E>()  LinkedList<E>(Collection) |
| Insert item | add(E elem) |
| Insert list | addAll(Collection<? extends E> lst) |
| Remove item | remove(Object ob) |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve element given index value | E get(int index); |
| Insert element at index | add(int index, E elem); |
| Change element at index | E set(int index, E elem); |
| Remove element at index | E remove(int index) |
| Get index of object | int indexOf(E elem); |
| **Additional Methods for LinkedList class** |  |
| Add new element at head of list | addFirst(E elem) |
| Return element at head of list | E getFirst() |
| Remove element at head of list | E removeFirst() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayList<Integer> lst = new ArrayList<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[lst.size()];  f = lst.toArray(f); |
| Applies the given action function to all the elements in the list in order. | forEach(Consumer<? super E> action) |
| Removes all values that satisfy the given predicate filter | removeIf(Predicate<? super E> filter) |
| Replaces each element of this list with the result of applying the operator function op to that element. | replaceAll(UnaryOperator<E> op) |
| Sorts this list according to the order specified by the given Comparator cmp. | sort(Compaparator<? super E> cmp) |

|  |  |
| --- | --- |
| Constructor | ArrayDeque<E>()  ArrayDeque<E>(Collection)  ArrayDeque(int numElements) |
| Insert item | addFirst(E elem)  addLast(E elem) |
| Get element without removing it – throws exception if queue empty | E getFirst()  E getLast() |
| Get element without removing it – returns null is queue empty | E peekFirst()  E peekLast() |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Returns true if queue empty | Boolean isEmpty() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve head or tail element, returning null if queue empty | E pollfirst()  E pollLast() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new  array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayDeque<Integer> dlst = new ArrayDeque<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[dlst.size()];  f = dlst.toArray(f); |

|  |  |
| --- | --- |
| Constructor | HashMap<K,V>()  HashMap <K,V>(Map<? extends K,  ? extends V> mp)  TreeMap<K,V>()  TreeMap <K,V>( Map<? extends K,  ? extends V> mp)  EnumMap(Class<K> keyType) |
| Add or replace a key-value pair | put(K key, V value)  putAll(Map<? extends K,  ? extends V> mp) |
| If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value. | V putIfAbsent(K key, V value) |
| Remove key-value pair and returns value associated with key, or null | V remove(Object key) |
| Replaces the entry for the specified key only if it is currently mapped to some value. | V replace(K key, V value) |
| Replaces the entry for the specified key only if currently mapped to the specified value. | boolean replace(K key, V oldValue, V newValue) |
| Contains key | boolean containsKey(Object key) |
| Contains value | boolean containsValue(Object value); |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | boolean isEmpty() |
| Remove elements | clear() |
| Retrieve value | V get(Object key); |
| Retrieve the key set | Set <K> keySet(); |
| Retrieve values | Collection<V> values(); |

**Table of Specialized Functions**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Function**  **Name** | **Argument Type** | **Return**  **Type** | **Abstract Method Name** | **Purpose** |
| Function<T,R> | T | R | apply | Takes one argument and return a value of type R |
| BiFunction<T,U,R> | T,U | R | apply | Takes two arguments and return a value of type R |
| Supplier<T> | None | T | get | Takes no argument and return a value of type T |
| Consumer<T> | T | void | accept | Consumes a value of type T |
| BiConsumer<T,U> | T, U | void | accept | Consumes values of type T and U |
| UnaryOperator<T> | T | T | apply | A function that takes a value of type T as argument and returns a value of type T |
| BinaryOperator<T> | T, T | T | apply | A function that takes two values of type T as argument and returns a value of type T |
| Predicate<T> | T | boolean | test | A function that takes a value of type T and returns a boolean value. |
| BiPredicate<T, U> | T, U | boolean | test | A function that takes two arguments of type T and U and returns a boolean value. |